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Preface

The KCMS Application Developer’s Guide describes the Kodak Color
Management System (KCMS™) framework C-language application
programming interface (API). The KCMS framework enables the accurate
reproduction, and improves the appearance of, digital color images on desktop
computers and associated peripherals. With the framework’s “C” API, you can
write applications that perform correct color conversions and manipulations.

Who Should Use This Guide

The intended audience of this guide is the professional programmer who is
fluent in the C programming language and writing an application that:

Uses color data
Prints images

Is an imaging tool
Uses PhotoCD

Note — Although the KCMS API is a “C” language interface to the KCMS
framework, you can write your application in other languages such as C++ by
following the guidelines for making C-language calls.

XV



Before You Read This Guide

Related Manuals

XVi

Check the following documentation for any corrections or updates to the
information in this guide:

See the on-line SUNWrdm packages for information on bugs and issues,
engineering news, and patches. For Solaris installation bugs and for late-
breaking bugs, news, and patch information, see the Installation Instructions for
Solaris 2.6 (SPARC Platform Edition) and the Installation Instructions for Solaris 2.6
(Intel Platform Edition).

For SPARC™ systems, consult any updates your hardware manufacturer
provided.

Although you do not have to be a color scientist to write applications with the
KCMS API, a certain amount of color literacy is helpful. Table P-1 lists two
white papers that contain some basic information on color and KCMS. The files
are located online in the /usr/openwin/demo/kcms/docs/ directory.

Table P-1  KCMS White Papers

File Name Title
kems-wp.ps An Introduction to the Kodak Color Management System
kems-wp-solaris.ps Kodak Color Management System

The KCMS framework this guide describes uses the International Color
Consortium (ICC) format as the default format for color manipulation. For
details on ICC, you should read the International Color Consortium Profile Format
Specification. The ICC profile format specification is located by default in the
icc.ps file in the /opt/SUNWsdk/kcms/doc directory. This is the
specification to which this version of KCMS conforms. For the most current
version of the ICC specification, see the web site at http://www.color.org

The following manuals will help you further understand the Driver Developer
Kit (DDK) portion of the KCMS software product.

® KCMS CMM Developer’s Guide
® KCMS CMM Reference Manual
® KCMS Test Suite User’s Guide
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The following manuals will help you further understand the Calibrator Tool
portion of the KCMS software product.

® Solaris Advanced User’s Guide

In Chapter 10, “Customizing Your Environment,” there is a section called
“Calibrating Your Monitor.” The section tells you how to adjust your
viewing environment and how to calibrate your monitor with Calibrator
Tool.

® KCMS Calibrator Tool Loadable Interface Guide

This guide will help you further understand the API to the Calibrator Tool.
You can tailor the Calibrator Tool for your specific calibrator hardware and
software with this API.

How This Guide Is Organized

This guide consists of the following chapters and appendix:

® Chapter 1, “Introduction” explains the KCMS architecture and
programming environment. In addition, it introduces you to several on-line
sample programs that demonstrate the use of the KCMS API.

® Chapter 2, “Profiles” explains profiles, which are the focus of your
programming efforts with the KCMS framework.

® Chapter 3, “Data Structures” describes the data structures of the KCMS
framework.

® Chapter 4, “Functions” details each KCMS “C” API function.
® Chapter 5, “KCMS Profile Attributes” details each profile attribute (tag).

® Chapter 6, “Warning and Error Messages” describes status codes (error and
warning messages) returned by the KCMS framework functions.

Ordering Sun Documents

The SunDocs*™ program provides more than 250 manuals from Sun
Microsystems, Inc. If you live in the United States, Canada, Europe, or Japan,
you can purchase documentation sets or individual manuals using this
program.

Preface XVii



For a list of documents and how to order them, see the catalog section of the
SunExpress™ Internet site at http://www.sun.com/sunexpress

Note — The term “x86” refers to the Intel 8086 family of microprocessor chips,
including Pentium and Pentium Pro processors and compatible microprocessor
chips made by AMD and Cyrix. In this document, the term “x86” refers to the
overall platform architecture, whereas “Intel Platform Edition” appears in the

product name.

What Typographic Changes Mean

The following table describes the typographic changes used in this guide.

Table P-2

Typographic Conventions

Typeface or

Symbol Meaning Example
AaBbCc123 The names of commands, Edit your .login  file.
files, and directories; Usels -a  to list all files.
on-screen computer output machine_name% You have mail.
AaBbCc123 What you type, contrasted machine_name% su
with on-screen computer Password:
output
AaBbCc123 Command-line placeholder: To delete a file, type rm filename.
replace with a real name or
value
AaBbCcl123 Book titles, new words or Read Chapter 6 in User’s Guide.

terms, or words to be
emphasized

These are called class options.
You must be root to do this.

Xviii
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KCMS Naming Conventions

The KCMS “C” API naming conventions shown in Table P-3 are used

throughout the KCMS framework and this guide.

with “ic ”—ic <AttributeName>

Table P-3 APl Naming Conventions
Item Convention Examples
Attribute names ICC profile format attribute names begin icHeader

Data structures

ICC profile format data structures begin with

icTextDescription

Typedefs “ic . All other data structures, typedefs, and | KcsCalibrationData
Constants constants are KCMS specific and begin with
“Kes ”—Kces <TypeDefName>
Functions Each significant word in a function name is KcsConnectProfiles()
capitalized. Intervening spaces are
removed—Kcs <FunctionName>()
Macros Macros are KCMS specific and are KCS_DEFAULT_ATTRIB_COUNT

capitalized—KCS_<MACRO_NAME>

All status codes are capitalized and have the | KCS_PROF_ID_BAD

format KCS <STATUS_CODE>

Status codes

Note — Historically KCMS was referred to by the abbreviation KCS (or Kcs).
This abbreviation has been carried forward as the prefix in KCMS data type
names, for example, KcsCalibrationData

Equivalent Terms In This Guide

For historic reasons, this guide uses several equivalent Kodak and ICC terms.
The terms evolved at different times. Development of the ICC specification
introduced new ICC terms with meanings the same as (or similar to) already
existing Kodak terms.

Preface XiX



You should be familiar with the terms listed in the table below, as you will
encounter them in the ICC specification and KCMS color management
documentation, as well as in the KCMS header files and example programs.
The terms are defined as they are introduced in this guide.

Table P-4 Equivalent ICC and Kodak Terms

Kodak Term ICC Term

attribute tag

device color profile (DCP) input, display, or output profile
effects color profile (ECP) abstract profile

complete color profile (CCP) device link profile

reference color space (RCS) profile connection space (PCS)

Note — The text in this guide uses the term attribute instead of tag, (but code
examples and header files may use tag for the historic reasons previously
mentioned.

Shell Prompts in Command Examples

The following table shows the default system prompt and superuser prompt
for the C shell, Bourne shell, and Korn shell.

Table P-5  Shell Prompts

Shell Prompt
C shell prompt machine_name%
C shell superuser prompt machine_name#

Bourne shell and Korn shell  $
prompt

Bourne shell and Korn shell  #
superuser prompt
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New Features

Multithread Safe

In this release, KCMS supports multithread programs; it is multithread safe
(MT-safe). If your application uses multithread capabilities you do not need to
put locks around KCMS library calls.

XXi
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In This Chapter

KCMS Architecture

Introduction 1

This chapter introduces you to the Kodak Color Management System (KCMS)
product. It describes each of the components of the KCMS architecture and
tells you about programming requirements and hints when writing your
KCMS application.

The KCMS architecture provides a way to encapsulate specific color
management functions in color profiles. Figure 1-1 illustrates the architecture
of the KCMS environment. Each segment filled with gray is supplied by
SunSoft. These are the default components. The other segments, filled with
white, are components that you can add to your development environment.

Each component is discussed further in the following sections.

Note — SunSoft supplies the XIL imaging library. KCMS is integrated into this
library.




Application

“C” API (SDK)

v

Graphics
Library

L

Y

Imaging
Library

Y

|: efault Color

KCMS Framework

Management
Module
(CMM)

Third-Party
CMM

Profiles

Figure 1-1 KCMS Architecture

Applications

At the top of the hierarchy are applications. Using the KCMS “C” API to the

Third-Party
CMM

“C++" CMM Interface (DDK)

KCMS framework, you can write an application that:

Uses color data
Prints

Is an imaging tool
Uses PhotoCD

Applications connect color profiles to provide a variety of new forms, thus
minimizing the task of predefining all possibilities. With the 14 available
KCMS API functions, your application can load, create, and update profiles,

connect and optimize profiles, and then process data through the result. (For a
summary description of each KCMS API function, see “KCMS API Functional

Overview” on page 11.)

KCMS Application Developer’s Guide—August 1997




[EEN
I

“C” API

The KCMS “C” API provides functions for your application to communicate
with the KCMS framework and color management modules (CMMs). The API
is a portable programming interface that allows applications to manipulate
color profiles and to use them to correct color data.

Note — The SDK API is sometimes referred to as the “C” API to distinguish it
from the DDK “C++” framework interface used to develop CMM:s.

The “C” API consists of:

® A set of callable functions
® Header files
® A shared library and dynamically loaded code modules required for Solaris

KCMS Framework

Profiles

The KCMS framework loads and saves profiles, gets and sets KCMS profile
attributes, and directs requests for color management to the right CMM at the
right time. It is particularly vital in calls that involve more than one CMM. The
KCMS framework also maintains attributes and executes certain default
behaviors and functionality.

Color management is performed by the framework and the CMMs. You can
concentrate on dealing with profiles because the KCMS framework makes
color management details transparent to the caller.

Profiles are files that tell the KCMS framework how to convert input color data
to the appropriate color-corrected output color data. They are the focus of your
programming efforts. For example, your application might load profiles, read

profile attributes, connect profiles, optimize profiles, and apply profiles to color
data.

See Chapter 2, “Profiles,” for detailed information.

Introduction 3



Graphics and Imaging Libraries

Table 1-1 lists some of the imaging and graphics libraries available to use with
the KCMS framework.

Table 1-1 Optional Imaging and Graphics Libraries

Library Description

PEXIib PHIGS Extensions to the X Library
XGL Solaris 3D Graphics Foundation Library
XIElib X Imaging Extension Library

XIL Solaris Foundation Imaging Library
Xlib X11 Window System Library

You can mix KCMS calls with any calls from these libraries. If the library you
choose supports color management, your application may not need to make
direct calls to the KCMS framework. The library may already make those direct
KCMS calls. The XIL Imaging Library, for example, supports color
management and includes integrated KCMS functions.

Refer to the documentation for the imaging and graphics library of your choice
to determine if that library already supports color management.

Color Management Modules

A color management module (CMM) is the component that ultimately does the
color correction. Different CMMs use different techniques for evaluating color
data, which can result in differences in quality, profile size, and speed of color
manipulation.

Because CMMs are loaded at run-time and CMM interfaces are extendable, an
application that uses the “C” API can take advantage of the improvements in
existing technologies and the latest color-correction technology, along with
hardware acceleration. To do so, you just change or adding new CMMs,
profiles, or both. You can do this without changing the code or rebuilding your
application.
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The default CMM is Kodak-supplied. You can write your own CMM (third-
party CMM) or override portions of the default CMM. To write your own
CMM you must purchase the Solaris Device Developer’s Kit (DDK) that
includes the following KCMS CMM manuals:

® KCMS CMM Developer’s Guide
®* KCMS CMM Reference Manual
® KCMS Test Suite User’s Guide

KCMS File System
The software product’s directory structure indicates the types and locations of
files. Table 1-2 shows you the top-level directories.
Table 1-2 KCMS Directories
Directory Subdirectory Content

/usr/openwin

SUNWSsdk/kcms

bin
demo/kcms
demo/kecms/imagesttiff
demo/kcms/docs
lib
share/etc/gpiutils

share/etc/devhandlers

share/etc/devdata/profiles
include/kcms

man/manl

man/man6

demo

doc

man/man3

Configuration and networking binaries
KCMS demonstration programs
Sample TIFF images

KCMS user white papers

libkcs.so ; main KCMS library

CMM libraries

Dynamically loadable modules and
third-party CMMs

Device profiles provided with KCMS
Various library header files

KCMS command/utility manual pages
KCMS demo manual pages

Sample programs

ICC specification

KCMS API manual pages

Introduction
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Table 1-2 KCMS Directories (Continued)

Directory Subdirectory Content
man/man6 KCMS demo manual pages
src Sample source code
xi_lib XIL-based library to read and write TIFF
files

Sample Programs

Several sample programs demonstrate how to use the API described in this
guide. These programs are available on-line in the SUNWsdk/kcms/demo
directory. The programs show you how to

® Check profile calibration (kcms_update.c )

® Test the loading of a scanner profile and a monitor profile, and correct the
color image data (kcstest.c )

® Print header attributes in a profile (print_attributes.c )

The /demo directory also provides files used in the sample programs. These
include

kcms_create.c
kcmstest_tiff.c
kcms_timer.c
kems_utils.c
kems_utils.h
print_header.c
print_montbls.c

Check the README_SDKile for additional information.
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In This Chapter

What Is A Profile?

Profiles 2

This chapter provides an overview of p rofiles. It discusses their contents,
format, and KCMS profile classifications. It proceeds to describe how you
typically use KCMS API functions in your application to manipulate profiles.
The chapter provides an illustrated example, threading together some of the
most frequently used operations. Finally, the chapter presents more advanced
programming techniques your application can perform using the API.

A profile (also called a color profile) provides the KCMS framework with
information on how to convert input color data to the appropriate color-
corrected output color data.

Profiles contain the following types of information:

® Color spaces in which the input and output data appear (for example, RGB,
CMYK, or CIEXYZ).

® Specific color space parameters (for example, primary color chromaticities
and tables that correct the response of each color component or channel).

® Data determined by the specific conditions in which colors are expected to
be viewed (for example, the lighting conditions and type of media that will
be used).



® Tables of data or equation parameters that a CMM uses to transform color
data.

® CMM-specific information. Each profile is owned by a specific CMM.
Although all profiles have common, public information, there may be
private data in an individual profile format for use by that particular CMM.

What Is Your Interest In Profiles?

Profiles are the focus of your programming efforts. Typically, you write
applications to load profiles, read profile attributes, connect profiles, optimize
profiles, and apply profiles to color data. To perform these types of operations,
you incorporate KCMS API functions into your application. See “KCMS API
Functional Overview” on page 11 for a summary of all the API functions.

Typically, you use the API to combine or connect existing profiles to create
profiles, rather than to generate new ones. Creating new profiles is the left to
the CMM developer.

Profile Format

When you write applications that use the KCMS API, you do not need to
understand the details of the profile file format. However, you might be
interested to know that KCMS, by default, uses the International Color
Consortium (ICC) profile format. The ICC format is an emerging default
defacto standard supported by a wide range of computer and color device
vendors. This is extremely advantageous for users, as this standard allows a
single profile to work over multiple platforms.

Note — The ICC format is endorsed by many regular members. The founding
members are: Adobe Systems Inc., Agfa-Gevaert N.V., Apple Computer Inc.,
Eastman Kodak Company, FOGRA (Honorary), Microsoft Corporation, Silicon
Graphics, Inc., Sun Microsystems Inc., and Taligent Inc.

The KCMS framework uses the ICC format as the default profile format. For
details on the ICC profile format, see the ICC profile format specification. By
default, it is located on-line in the SUNWsdk/kcms/doc directory. For the latest
version of the ICC specification, see the web site at http://www.color.org
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Profile Types

CMM Specifics

Each color profile is owned by or associated with a specific CMM. Each CMM
may have a different way of performing its color-correction technology. For
example, a CMM may incorporate a unique way to calibrate its profiles.

In general, your application does not need to know which CMM owns a
profile. In the case where the profile owner is not present and the profile is a
valid ICC profile, the default CMM can provide the functionality necessary to
use that profile.

The KCMS API functions your application calls are device-independent
interfaces to the KCMS framework. The manner in which these API functions
are preformed may differ depending on the underlying CMM and its particular
color correction technology, but your application interface does not change. It
always calls the API functions in the standard way. What you might want to be
aware of, however, is that occasionally your application may receive CMM-
specific error codes.

For more information on CMMs, see the DDK document, KCMS CMM
Developer’s Guide.

The KCMS framework supports several types of color profiles. Before
describing these types, there are some terminology differences between the
ICC specification and the KCMS framework you should be aware of. Table 2-1
identifies these differences, which are mostly historical.

Table 2-1 KCMS and ICC Profile Format Equivalents

KCMS Profile Format ICC Equivalent

device color profile (DCP) any input, display, or output profile
color space profile (CSP) color space conversion profile
effects color profile (ECP) abstract profile

complete color profile (CCP) device link profile

Profiles 9
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Device Color Profile

A device color profile (DCP) represents the behavior of a specific digital color
device, such as a flatbed or film scanner, a computer monitor, or a printer. Each
DCP specifies device color appearance under a specific set of conditions (for
example, lighting type, media type, and so on). Because device behavior tends
to change over time, calibration software may adjust a DCP whenever its
device is calibrated. Calibration fine tunes a specific device’s color response by
bring it back to normal using lookup tables. Typically calibration changes the
profile data so that it can be color managed to produce the same color response
as other devices of the same make and model. In other cases, depending on the
device’s method of calibration, the device itself is changed to match the profile.

The ICC specification separates DCPs into three categories: input, output, and
display. This separation can be confusing when a device, such as a printer
includes input device data. The data can be considered an input profile, an
output profile, or both. This occurs in print simulation where the printer is an
input device to a display or other output device.

Conceptually, it may be easier to separate profiles into these three categories
only in terms of how data can and cannot be sent from and to the profile
connection space (PCS). The PCS is the common junction where profiles are
connected together.

KCMS does not make this syntactical separation. Rather it considers all input,
output, and display profiles as device profiles and makes no assumptions
about what profiles can and cannot be connected together. The connection of
the profiles is then evaluated at connection time based on the data contained
within the profile.

Color Space Profile

A color space profile (CSP) defines a color space. Colors are defined in terms
directly related to spectral response. A CSP does not depend on the behavior of
a particular color device. CSPs contain information about assumed viewing
conditions in the data expressed for that color space. Typically, the color space
can be relative to CIEXYZ values, defined by the Commission Internationale de
I’Eclairage (CIE). The equivalent ICC term for color space profile is color space
conversion profile. (See Table 2-1.)
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Effects Color Profile

An effects color profile (ECP) represents a condition that changes the appearance
of colors, such as a specific kind of lighting or a simulated anomalous color
vision (color blindness). In addition, an ECP can be applied for artistic
purposes, such as making colors appear lighter or darker. The equivalent ICC
term for effects color profile is abstract profile. (See Table 2-1.)

Complete Color Profile

The preceding three profile types do not contain enough information for the
KCMS framework to convert color data from one form to another. Useful color
transformations can only happen when your application uses the KCMS API to
connect two or more profiles together to form a complete color profile (CCP). A
CCP is a connected sequence of profiles with a DCP or a CSP at either end, and
possibly one or more ECPs or DCPs in between. The equivalent ICC term for
complete color profile is device link profile. (See Table 2-1.)

KCMS API Functional Overview

The KCMS API consists of 14 interfaces for manipulating profiles. Table 2-2
alphabetically lists and briefly describes each function.

Table 2-2 KCMS API Functions

Function Description

KcsAvailable() Determines if the KCMS framework has been
installed on the system (for cross-platform
compatibility).

KcsConnectProfiles() Combines existing profiles to create a new profile or
restricts functionality of a single profile for better
efficiency.

KcsCreateProfile() Creates an empty profile containing neither attributes

nor CMM-specific data.

KcsEvaluate() Applies a color profile to input color data to produce
color-corrected output data.

KcsFreeProfile() Releases all resources a loaded profile is using (for
example, memory).

Profiles 11
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Table 2-2 KCMS API Functions

Function Description
KcsGetAttribute() Finds the value of a particular attribute of a given
profile.

KcsGetLastError() Finds information about the most recent error.
KcsLoadProfile() Loads a profile and its resources into the system and
returns the profile Id.

KcsModifyLoadHints() Applies a new set of load hints to a profile already
loaded.

KcsOptimizeProfile( ) Optimizes a profile by reducing its size, increasing its
speed, or increasing its accuracy.

KcsSaveProfile() Saves a loaded profile and any changes to its
attributes or profile data.

KcsSetAttribute() Creates, modifies, or deletes a specific attribute in a
profile.

KcsSetCallback() Associates a callback function with any of the API

functions that support callbacks.

KcsUpdateProfile() Changes the profile data in the loaded profile
according to the supplied measurement data.

Typical Profile Operations Using the KCMS API

Your application can make function calls to the KCMS API to perform various
tasks. Typically, applications want to use profiles to convert color data from
one device type to another. This involves functions such as loading the profiles,
getting and setting attributes, and saving the results. This section describes
some of the typical API functions.

Getting and Setting Profile Attributes

The KCMS API provides a way to get profile information by examining the
profile’s attribute set. Each attribute has a value, which is data associated with
the attribute. The API provides the following attribute calls:

® KcsGetAttribute() —agets a specific attribute value associated with a
profile. See “KcsGetAttribute()” on page 71 for detailed information.
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® KcsSetAttribute() —modifies an attribute. (This is not always possible
because some attributes are read-only.) See “KcsSetAttribute()” on page 88
for detailed information.

For more information on profile attributes, see Chapter 5, “KCMS Profile
Attributes.”

Loading and Saving Profiles

Profiles are typically stored as files on disks, although they can be imbedded in
an image located across a network or in read-only memory in a printer.

Profiles are loaded with the KcsLoadProfile() function (see page 77) and
are saved with the KcsSaveProfile() function (see page 86).
KcsLoadProfile() takes the three arguments listed below.
KcsSaveProfile() takes the first two arguments listed.

® A profile identifier (Id)
* A profile description
® Hints about loading the profile

The profile Id is returned to the calling program from KcsLoadProfile() for
use with other API functions. In the case of KcsSaveProfile() , the profile
identifier is passed back into the KCMS framework library to indicate the
profile to be saved.

The profile description is a union of many different types, each of which
represents a way to supply a location where the profile data should be stored.
The type and the associated fields in the union are required to complete a
profile description. The type field indicates which of the union’s fields to use.

A calling application can request that the KCMS framework load only specific
parts of a profile, (for example, just its attributes). The caller uses the
KesModifyLoadHints() function to provide these load hints, which change
the load status of the profile. Hints are described by the KcsLoadHints  data
type discussed on page 42. Load hints that request specific operations and
specific content be loaded for a profile are described in “Operation Hints” on
page 20.
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Example: Using Profiles to Convert Color Data

Figure 2-1 shows how color data is converted between a scanner device and a
monitor device.

Color photo

Displayed image

Data in monitor’s color space

/(

Data in scanner’s color space

1
Scanner DCP + Monitor DCP d

CCP

Application

Figure 2-1  Converting Color Data From a Scanner to a Monitor

In the figure, the devices do not perform their own color correction. Rather, the
color data is converted from the form provided by the scanner (Scanner DCP)
to a form appropriate for display on the monitor (Monitor DCP). To convert
the color data, your application would follow the steps below:

1. Load the scanner and monitor profiles.
See “Loading Scanner and Monitor Profiles” on page 15.”

2. Connect the scanner profile to the monitor profile to get a complete profile.
See “Connecting Scanner to Monitor Profiles” on page 16.

3. Evaluate color data through the complete profile.
See “Evaluating Color Data Through the Complete Profile” on page 17.
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Code Example 2-1 shows the sequence of calls that performs this conversion.
For more information on the KcsConnectProfiles() function, see “Using
Color Space Profiles” on page 19 and the detailed function description on
page 63.

Code Example 2-1  Simple Color Data Conversion

[* Load the scanner’s DCP.*/
KcsLoadProfile(&inProfile, &scannerDescription, KcsLoadAllNow);

/* Load the monitor’s DCP. */
KcsLoadProfile(&outProfile, &monitorDescription, KcsLoadAlINow);

[* Connect two DCPs to form a CCP */

profileSequence[0] = inProfile;

profileSequence[1] = outProfile;

KcsConnectProfiles(&completeProfile, 2, profileSequence,
KcsLoadAllINow, &failedProfileindex);

[* Apply the CCP to input color data. */
KcsEvaluate(completeProfile, KcsOperationForward, &inbufLayout,
&outbufLayout);

Loading Scanner and Monitor Profiles

As shown in Code Example 2-1, the first color-conversion step is to use the
KcsLoadProfile() function. KcsLoadProfile() loads the profile
associated with a specific device, effect, partial, or complete profile, and it
allocates any system resources the profile requires. For a detailed description of
KcsLoadProfile() , See page 77.
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Connecting Scanner to Monitor Profiles

As shown in Code Example 2-1 and Figure 2-2, the next color-conversion step
is to connect a pair of DCPs to form a CCP. KcsConnectProfiles() provides
this functionality. Continuing with the example illustrated in Figure 2-1, a CCP
is built by connecting the scanner’s DCP to the monitor’s DCP. The resulting
CCP converts scanner data to monitor data.

Scanner Monitor

Scanner Monitor DCP DCP
bcp + | Dcp =

CCP Connects
Scanner to Monitor

Figure 2-2  Building a CCP From Two DCPs
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Evaluating Color Data Through the Complete Profile

The final color-conversion step is to use the KcsEvaluate() function.
KcsEvaluate() applies a color transformation based on the supplied CCP.
One of the following operations is associated with the evaluation. These
operations are illustrated in Figure 2-3.

* OpForward
® OpReverse
® OpSimulate
® OpGamutTest
| Devi Effe Eff§Effect Color . Output Output
F:]r%l:itle evice Pro| ProProfile Device Device
Profile Profile
Scanner *
( ) (Printer) (Monitor)
| (Optional)
CCP Optional
LEGEND: vt )
OpForward= el
OpSimilate=
OpGamutTest= sl
OpReverse=

Figure 2-3  Profile Load Hint Operations

OpForward

The forward operation is used to transform color from the scanner form to the
monitor form.
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OpReverse

The reverse operation is used to transform color from the monitor form to the
scanner form. This is useful if your application modifies some colors in
monitor space, to keep the greatest number of colors that can be converted
back and stored in the scanner’s color space.

A more familiar use of the reverse operation is to transform the color from
printer to monitor form to see what the data looks like from the printer.

OpSimulate

The simulate operation is used to simulate the effect of running color data
through a CCP, but retaining it in the form of the last device profile. For
example, the simulate operation can produce monitor data that simulates the
result of printed data.

OpGamutTest

The gamut-test operation is used to determine if each color in the source data
is within the gamut of the destination device. Physical devices have a range of
colors they can produce. This range of colors is known as the gamut of the
device.

Using A Callback Function When Evaluating

KcsEvaluate() can take a long time to execute, especially if the input image
or graphic contains millions of pixels. Therefore, your application can provide
a callback function using KcsSetCallback() , which KcsEvaluate() calls
when 